HW #2

1615051 Young-Eun Lee

**Part2**

**1. MIPS Code**

|  |
| --- |
| # Registers used:  # $v0 - syscall parameter. Returned value  # $a0 - syscall parameter  # $t0 - set if less than 0, syscall parameter  # $t1 – syscall parameter  # $sp - store parameter in stack  # $ra - return address  #Data for the program  .data  my\_info: .asciiz "[HW #2 Part2] Student ID 1615051: Young-Eun Lee\n"  hello\_msg: .asciiz "\nEnter an integer:"  sum\_iter: .asciiz "(Iterative) Sum from 1 to "  sum\_rec: .asciiz "(Recursive) Sum from 1 to "  space: .asciiz " "  end: .asciiz "\nDone.."  equal: .asciiz " = "  next: .asciiz "\n"    # User Program  .text  main:  ## Print hello message  la $a0, my\_info #print 'my\_info'  li $v0, 4 #setup 'print\_string' syscall  syscall #make the syscall  la $a0, hello\_msg # print 'hello\_msg'  li $v0, 4 # setup 'print\_string' syscall  syscall #make the syscall  li $v0, 5 #load syscall read\_int into $v0  syscall #make the syscall  la $a0, sum\_iter #print 'sujm\_iter'  li $v0, 4 #setup 'print\_string' syscall  syscall #make the syscall  li $v0, 5 #load syscall read\_int into $v0  syscall #make the syscall  move $t0, $v0 #move $v0 to $t0  la $a0, equal #print 'equal'  li $v0, 4 #setyp 'print\_string' syscall  syscall #make the syscall  move $a0, $t0 #move $v0 into $a0  jal iter #jump to iter  nop #no operation    la $a0, next #print 'next'  li $v0, 4 #setup 'print\_string' syscall  syscall #make the syscall  la $a0, sum\_rec #print 'sum\_rec'  li $v0, 4 #setup 'print\_string' syscall  syscall #make the syscall  li $v0, 5 #load syscall read\_int into $v0  syscall #make the syscall  la $a0, equal #print 'equal'  li $v0, 4 #setup 'print\_string' syscall  syscall #make the syscall  move $a0, $t1 #move $t1 to $a0  jal rec #jump to rec  nop #no operation  li $v0, 1 #setup 'print\_int' syscall  syscall #make the syscall  la $a0, end #print 'end'  li $v0, 4 #setup 'print\_string' syscall  syscall #make the syscall  b exit #branch to exit  rec:  addi $sp, $sp, -8 # adjust stack for 2 items  sw $ra, 4($sp) # save return address  sw $a0, 0($sp) # save argument  slti $t0, $a0, 1 # $t0=1 if $a0>1  beq $t0, $zero, L1 # n > 1. Call recursive agin  addi $v0, $zero, 0 # if so, result is 0  addi $sp, $sp, 8 # pop 2 items from stack and return  jr $ra #return to call  iter:  beq $a0, $zero, end\_iter #go to end\_iter if $a0 equal 0  add $t1, $t1, $a0 #$t1=$t1+$a0  subi $a0, $a0, 1 #$a0=$a0-1  j iter #jump to iter  L1:  addi $a0, $a0, -1 # else decrement n  jal rec # recursive call  nop ## return point  lw $a0, 0($sp) # restore original n  lw $ra, 4($sp) # and return address  addi $sp, $sp, 8 # pop 2 items from stack  add $v0, $a0, $v0 # $v0=$a0+$v0  jr $ra #return to call    end\_iter:  move $a0, $t1 #move $t1 to $a0  li $v0, 1 #setup 'print\_int' syscall  syscall #make the syscall  jr $ra #return to call  exit:  ## exit the program  li $v0, 10 #setup 'exit' syscall  syscall #make the syscall  ## End of main |

**2. Capture the Console Out**

![](data:image/png;base64,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)

**3. Code Analysis**

In data area, we are declare the asciiz.(ex my\_info, hello\_msg etc) Next, we can run to program in text area.

First, we are load address data ‘my\_info’, and print to string of ‘my\_info’, syscall. Data ‘hello\_msg’ same algorithm. Second, we are entered the integer (li $v0, 5). And load address data ‘sum\_iter’, and print to string of ‘sum\_iter’, syscall. And again enter the integer(li $v0, 5), syscall. We move $v0 to $t0 register because register is overlap in next line. And load address data ‘equal’ and print to string of ‘equal’, syscall. Next, we move $t0 register to $a0 register. And we jump to iteration lable.

In iteration, if register $a0 equal 0, go to end\_iter label. But if $a0 and 0 is not same, next line. $t1 sum $a0. And this register value go to $t1. $a0 subtract 1. This register value go to $a0. And jump to iter again. This is loop statement. If this iteration is the end, you can go to iteration label ‘end\_iter’. register $t1 move to $a0. And print integer value.

Return to main, we are load address data ‘sum\_rec’, and print to string of ‘sum\_rec’, syscall. And enter the integer(li $v0, 5), syscall. And we move $t1 register to $a0 register. And we jump to recursive label.

In recursive, we adjust stack for 2 items. We save return address in $ra. And we save argument in $a0. $t0 is ‘1’ if $a0 is less than ‘1’. If $t0 is greater than ‘0’, call recursive again. If so, result is 0. Command ‘addi $sp, $sp, 8’ mean pop 2 items from stack and return. and finally return to call. In the recursive label ‘L1’, $a0 add ‘-1’ and this value go to $a0. And next jump to recursive label ‘rec’. And we can restore original entered value. and return address(lw $ra, 4($sp)). Next, we can pop 2 items from stack. And $a0 add to $v0. this register is go to $v0.